**To Find A Cycle In A Graph:**

For finding a cycle in a **undirected** graph, either breadth first search or depth first search can be used.

However, for finding a cycle in **directed graph**, only depth first search can be used.

1. **Why can we not use breadth first search for finding cycle?**

Depth first search is more memory efficient than breadth first search as you can backtrack sooner. It is also easier to implement if you use the call stack but this relies on the longest path not overflowing the stack.

Also if your graph is directed then you have to not just remember if you have visited a node or not, but also how you got there. Otherwise you might think you have found a cycle but in reality all you have is two separate paths A->B but that doesn't mean there is a path B->A. For example,
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If you do BFS starting from 0, it will detect as cycle is present but actually there is no cycle.

With a depth first search you can mark nodes as visited as you descend and unmark them as you backtrack.

**Finding Cycle In An Undirected Graph Using Recursive DFS:**

we can use DFS to detect cycle in an undirected graph in O(V+E) time. We do a DFS traversal of the given graph. For every visited vertex ‘v’, if there is an adjacent ‘u’ such that u is already visited and u is not parent of v, then there is a cycle in graph. If we don’t find such an adjacent for any vertex, we say that there is no cycle. The assumption of this approach is that there are no parallel edges between any two vertices.

#include<bits/stdc++.h>

using namespace std;

// Class for an undirected graph

class Graph

{

private:

int V; // No. of vertices

list<int> \*adj; // Pointer to an array containing adjacency lists

bool is\_cyclic\_util(int v, bool visited[], int parent);

public:

Graph(int V); // Constructor

void add\_edge(int v, int w); // to add an edge to graph

bool is\_cyclic(); // returns true if there is a cycle

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int>[V];

}

void Graph::add\_edge(int v, int w)

{

adj[v].push\_back(w); // Add w to vâ€™s list.

adj[w].push\_back(v); // Add v to wâ€™s list.

}

// A recursive function that uses visited[] and parent to detect

// cycle in subgraph reachable from vertex v.

bool Graph::is\_cyclic\_util(int v, bool visited[], int parent)

{

// Mark the current node as visited

visited[v] = true;

// Recur for all the vertices adjacent to this vertex

list<int>::iterator it;

for (it = adj[v].begin(); it != adj[v].end();it++)

{

// If an adjacent is not visited, then recur for that adjacent

if (!visited[\*it])

{

//if the adjacent is not visited, but visiting it would eventually lead to find a cycle

if (is\_cyclic\_util(\*it, visited, v))

{

return true;

}

}

// If an adjacent is visited and not parent of current vertex,

// then there is a cycle.

else if (\*it != parent)

{

return true;

}

}

return false;

}

// Returns true if the graph contains a cycle, else false.

bool Graph::is\_cyclic()

{

// Mark all the vertices as not visited and not part of recursion stack

bool \*visited = new bool[V];

for (int i = 0; i < V; i++)

{

visited[i] = false;

}

// Call the recursive helper function to detect cycle in different DFS trees

//it is necessary when graph is not strongly connected

//since, there is not any mention of the graph being strongly connected, we must do that

for (int u = 0; u < V; u++)

{

if (!visited[u]) // Don't recur for u if it is already visited

{

//initially for every disjoint n ary tree or for every disjoint component of a graph, the parent is set as -1

if (is\_cyclic\_util(u, visited, -1))

{

return true;

}

}

}

//if graph is strongly connected, we can skip that

return false;

}

// Driver program to test above functions

int main()

{

Graph g1(5);

g1.add\_edge(1, 0);

g1.add\_edge(0, 2);

g1.add\_edge(2, 0);

g1.add\_edge(0, 3);

g1.add\_edge(3, 4);

g1.is\_cyclic()? cout << "Graph contains cycle\n": cout << "Graph doesn't contain cycle\n";

Graph g2(3);

g2.add\_edge(0, 1);

g2.add\_edge(1, 2);

g2.is\_cyclic()? cout << "Graph contains cycle\n":cout << "Graph doesn't contain cycle\n";

return 0;

}

Now, you can convert the recursive solution into iterative DFS using a stack and having a parent array.

We can solve it using BFS, too.

Now, there is another approach of discovering a cycle in a undirected graph. That is using Union Find Algorithm.

**Finding Cycle In An Undirected Graph Using Union Find Algorithm:**

**(Note: This solution is taken from geeksforgeeks. Though, in geeksforgeeks it is mentioned as a solution for undirected graph, I do not find the graph to be undirected)**

**Basics About Union Find Algorithm:**

**Find:** Determine which subset a particular element is in. This can be used for determining if two elements are in the same subset.

**Union:** Join two subsets into a single subset.

Union-Find Algorithm can be used to check whether an undirected graph contains cycle or not. Note that we have discussed an algorithm to detect cycle. This is another method based on Union-Find. This method assumes that graph doesn’t contain any self-loops.

We can keep track of the subsets in a 1D array, let’s call it parent[].

Let us consider the following graph:

![Cycle-in-graph](data:image/png;base64,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)

For each edge, make subsets using both the vertices of the edge. If both the vertices are in the same subset, a cycle is found.

Initially, all slots of parent array are initialized to -1 (means there is only one item in every subset).

0 1 2

-1 -1 -1

Now process all edges one by one.

**Edge 0-1:** Find the subsets in which vertices 0 and 1 are. Since they are in different subsets (initially, all vertices’ parent are set as -1, so, initially any two vertices will be disjoint) , we take the union of them. For taking the union, either make node 0 as parent of node 1 or vice-versa. (Note: whatever order you did choose, you have to choose it every time)

0 1 2 <----- 1 is made parent of 0 (1 is now representative of subset {0, 1})

1 -1 -1

**Edge 1-2:** 1 is in subset 1 and 2 is in subset 2. So, take union.

0 1 2 <----- 2 is made parent of 1 (2 is now representative of subset {0, 1, 2})

1 2 -1

**Edge 0-2:**

0 is in subset 2 and 2 is also in subset 2. Hence, including this edge forms a cycle.

How subset of 0 is same as 2?

1. >1->2 // 1 is parent of 0 and 2 is parent of 1

**Code:**

// A union-find algorithm to detect cycle in a graph

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

// a structure to represent an edge in the graph

struct Edge

{

int src, dest;

};

// a structure to represent a graph

struct Graph

{

// V-> Number of vertices, E-> Number of edges

int V, E;

// graph is represented as an array of edges

struct Edge\* edge;

};

// Creates a graph with V vertices and E edges

struct Graph\* createGraph(int V, int E)

{

struct Graph\* graph =

(struct Graph\*) malloc( sizeof(struct Graph) );

graph->V = V;

graph->E = E;

graph->edge =

(struct Edge\*) malloc( graph->E \* sizeof( struct Edge ) );

return graph;

}

// A utility function to find the subset of an element i

int find(int parent[], int i)

{

if (parent[i] == -1)

return i;

return find(parent, parent[i]);

}

// A utility function to do union of two subsets

void Union(int parent[], int x, int y)

{

int xset = find(parent, x);

int yset = find(parent, y);

parent[xset] = yset;

}

// The main function to check whether a given graph contains

// cycle or not

int isCycle( struct Graph\* graph )

{

// Allocate memory for creating V subsets

int \*parent = (int\*) malloc( graph->V \* sizeof(int) );

// Initialize all subsets as single element sets

memset(parent, -1, sizeof(int) \* graph->V);

// Iterate through all edges of graph, find subset of both

// vertices of every edge, if both subsets are same, then

// there is cycle in graph.

for(int i = 0; i < graph->E; ++i)

{

int x = find(parent, graph->edge[i].src);

int y = find(parent, graph->edge[i].dest);

if (x == y)

return 1;

Union(parent, x, y);

}

return 0;

}

// Driver program to test above functions

int main()

{

/\* Let us create the following graph

0

| \

| \

1-----2 \*/

int V = 3, E = 3;

struct Graph\* graph = createGraph(V, E);

// add edge 0-1

graph->edge[0].src = 0;

graph->edge[0].dest = 1;

// add edge 1-2

graph->edge[1].src = 1;

graph->edge[1].dest = 2;

// add edge 0-2

graph->edge[2].src = 0;

graph->edge[2].dest = 2;

if (isCycle(graph))

printf( "graph contains cycle" );

else

printf( "graph doesn't contain cycle" );

return 0;

}

**Is the solution better than BFS or DFS Based Solution for cycle detection?**

The time complexity of the union-find algorithm is O(ELogV). Whereas, we could solve it using DFS in O(V+E) time.

Now, this solution is taken from geeksforgeeks. I will modify the solution later to make it work like the solution with DFS approach.

However, though, in Geeksforgeeks, it is given with the heading **Disjoint Set (Or Union-Find) | Set 1 (Detect Cycle in an Undirected Graph),** but I don’t think it is actually undirected graph.

# Detect Cycle in a Directed Graph

Depth First Traversal can be used to detect a cycle in a Graph. DFS for a connected graph produces a tree. There is a cycle in a graph only if there is a back edge present in the graph. A back edge is an edge that is from a node to itself (self-loop) or one of its ancestor in the tree produced by DFS.

Now, this is the solution taken form geeksforgeeks:

// A C++ Program to detect cycle in a graph

#include<iostream>

#include <list>

#include <limits.h>

using namespace std;

class Graph

{

int V; // No. of vertices

list<int> \*adj; // Pointer to an array containing adjacency lists

bool isCyclicUtil(int v, bool visited[], bool \*rs); // used by isCyclic()

public:

Graph(int V); // Constructor

void addEdge(int v, int w); // to add an edge to graph

bool isCyclic(); // returns true if there is a cycle in this graph

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int>[V];

}

void Graph::addEdge(int v, int w)

{

adj[v].push\_back(w); // Add w to v’s list.

}

bool Graph::isCyclicUtil(int v, bool visited[], bool \*recStack)

{

if(visited[v] == false)

{

// Mark the current node as visited and part of recursion stack

visited[v] = true;

recStack[v] = true;

// Recur for all the vertices adjacent to this vertex

list<int>::iterator i;

for(i = adj[v].begin(); i != adj[v].end(); ++i)

{

if ( !visited[\*i] && isCyclicUtil(\*i, visited, recStack) )

return true;

else if (recStack[\*i])

return true;

}

}

//if the vertex is already visited or if the vertex is not visited but does not lead to a cycle

//that means if the current path does not lead to a cycle we will remove vertices one by one from recStack

recStack[v] = false; // remove the vertex from recursion stack

return false;

}

// Returns true if the graph contains a cycle, else false.

// This function is a variation of DFS() in

bool Graph::isCyclic()

{

// Mark all the vertices as not visited and not part of recursion

// stack

bool \*visited = new bool[V];

bool \*recStack = new bool[V];

for(int i = 0; i < V; i++)

{

visited[i] = false;

recStack[i] = false;

}

// Call the recursive helper function to detect cycle in different

// DFS trees

for(int i = 0; i < V; i++)

if (isCyclicUtil(i, visited, recStack))

return true;

return false;

}

int main()

{

// Create a graph given in the above diagram

Graph g(4);

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

if(g.isCyclic())

cout << "Graph contains cycle";

else

cout << "Graph doesn't contain cycle";

return 0;

}

recStack is different than visited. (If the vertex is already visited or if the vertex is not visited but does not lead to a cycle.) That means if the current path does not lead to a cycle we will remove vertices one by one from recStack.

**Can it be solved with the same DFS Approach used for Undirected Graph?**

#include<bits/stdc++.h>

using namespace std;

// Class for an Directed graph

class Graph

{

private:

int V; // No. of vertices

list<int> \*adj; // Pointer to an array containing adjacency lists

bool is\_cyclic\_util(int v, bool visited[], int parent);

public:

Graph(int V); // Constructor

void add\_edge(int v, int w); // to add an edge to graph

bool is\_cyclic(); // returns true if there is a cycle

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int>[V];

}

void Graph::add\_edge(int v, int w)

{

adj[v].push\_back(w); // Add w to vâ€™s list.

//make it directed graph

}

// A recursive function that uses visited[] and parent to detect

// cycle in subgraph reachable from vertex v.

bool Graph::is\_cyclic\_util(int v, bool visited[], int parent)

{

// Mark the current node as visited

visited[v] = true;

// Recur for all the vertices adjacent to this vertex

list<int>::iterator it;

for (it = adj[v].begin(); it != adj[v].end();it++)

{

// If an adjacent is not visited, then recur for that adjacent

if (!visited[\*it])

{

//if the adjacent is not visited, but visiting it would eventually lead to find a cycle

if (is\_cyclic\_util(\*it, visited, v))

{

return true;

}

}

// If an adjacent is visited and not parent of current vertex,

// then there is a cycle.

else if (\*it != parent)

{

return true;

}

}

return false;

}

// Returns true if the graph contains a cycle, else false.

bool Graph::is\_cyclic()

{

// Mark all the vertices as not visited and not part of recursion stack

bool \*visited = new bool[V];

for (int i = 0; i < V; i++)

{

visited[i] = false;

}

// Call the recursive helper function to detect cycle in different DFS trees

//it is necessary when graph is not strongly connected

//since, there is not any mention of the graph being strongly connected, we must do that

for (int u = 0; u < V; u++)

{

if (!visited[u]) // Don't recur for u if it is already visited

{

//initially for every disjoint n ary tree or for every disjoint component of a graph, the parent is set as -1

if (is\_cyclic\_util(u, visited, -1))

{

return true;

}

}

}

//if graph is strongly connected, we can skip that

return false;

}

// Driver program to test above functions

int main()

{

Graph g(4);

g.add\_edge(0, 1);

g.add\_edge(0, 2);

g.add\_edge(1, 2);

g.add\_edge(2, 0);

g.add\_edge(2, 3);

g.add\_edge(3, 3);

if(g.is\_cyclic())

cout << "Graph contains cycle";

else

cout << "Graph doesn't contain cycle";

return 0;

}

**It worked with the same graph in the previous example.**

**Whether there was a performance flaw or not, I have to check. Or, whether this solution will generate wrong result in terminal cases or not, I have to check. My initial guess, it will not.**

**Can we follow the BFS approach of discovering cycle in a undirected graph?**

Absolutely not.

Why? It was already discussed as the first topic.

**Detecting Negative Edge Cycle Using Floyd Warshall:**
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Now, you can see, there is a negative cycle.

Distance of any node from itself is always zero. But in some cases, as in this example, when we traverse further from 4 to 1, the distance comes out to be -2, i.e. distance of 1 from 1 will become -2. This is our catch, we just have to check the nodes distance from itself and if it comes out to be negative, we will detect the required negative cycle.

(This will work for both strongly connected graph as well as disconnected graph)

**Detecting Negative Edge Cycle Detection Using Bellman Ford:  
  
(Now, Floyd Warshall finds shortest distance among Every pair of vertices. Now, Bellman ford finds shortest distance from root/source node to any vertices)**

1) Initialize distances from source to all vertices as infinite and distance to source itself as 0. Create an array dist[] of size |V| with all values as infinite except dist[src] where src is source vertex.

2) This step calculates shortest distances. Do following |V|-1 times where |V| is the number of vertices in given graph.

…..a) Do following for each edge u-v

………………If dist[v] > dist[u] + weight of edge uv, then update dist[v]

………………….dist[v] = dist[u] + weight of edge uv

3) This step reports if there is a negative weight cycle in graph. Do following for each edge u-v

……If dist[v] > dist[u] + weight of edge uv, then “Graph contains negative weight cycle”

The idea of step 3 is, step 2 guarantees shortest distances if graph doesn’t contain negative weight cycle. If we iterate through all edges one more time and get a shorter path for any vertex, then there is a negative weight cycle.

**// A C++ program to check if a graph contains negative**

**// weight cycle using Bellman-Ford algorithm. This program**

**// works only if all vertices are reachable from a source**

**// vertex 0.**

**#include <bits/stdc++.h>**

**using namespace std;**

**// a structure to represent a weighted edge in graph**

**struct Edge {**

**int src, dest, weight;**

**};**

**// a structure to represent a connected, directed and**

**// weighted graph**

**struct Graph {**

**// V-> Number of vertices, E-> Number of edges**

**int V, E;**

**// graph is represented as an array of edges.**

**struct Edge\* edge;**

**};**

**// Creates a graph with V vertices and E edges**

**struct Graph\* createGraph(int V, int E)**

**{**

**struct Graph\* graph = new Graph;**

**graph->V = V;**

**graph->E = E;**

**graph->edge = new Edge[graph->E];**

**return graph;**

**}**

**// The main function that finds shortest distances**

**// from src to all other vertices using Bellman-**

**// Ford algorithm. The function also detects**

**// negative weight cycle**

**bool isNegCycleBellmanFord(struct Graph\* graph,**

**int src)**

**{**

**int V = graph->V;**

**int E = graph->E;**

**int dist[V];**

**// Step 1: Initialize distances from src**

**// to all other vertices as INFINITE**

**for (int i = 0; i < V; i++)**

**dist[i] = INT\_MAX;**

**dist[src] = 0;**

**// Step 2: Relax all edges |V| - 1 times.**

**// A simple shortest path from src to any**

**// other vertex can have at-most |V| - 1**

**// edges**

**for (int i = 1; i <= V - 1; i++) {**

**for (int j = 0; j < E; j++) {**

**int u = graph->edge[j].src;**

**int v = graph->edge[j].dest;**

**int weight = graph->edge[j].weight;**

**if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])**

**dist[v] = dist[u] + weight;**

**}**

**}**

**// Step 3: check for negative-weight cycles.**

**// The above step guarantees shortest distances**

**// if graph doesn't contain negative weight cycle.**

**// If we get a shorter path, then there**

**// is a cycle.**

**for (int i = 0; i < E; i++) {**

**int u = graph->edge[i].src;**

**int v = graph->edge[i].dest;**

**int weight = graph->edge[i].weight;**

**if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])**

**return true;**

**}**

**return false;**

**}**

**// Driver program to test above functions**

**int main()**

**{**

**/\* Let us create the graph given in above example \*/**

**int V = 5; // Number of vertices in graph**

**int E = 8; // Number of edges in graph**

**struct Graph\* graph = createGraph(V, E);**

**// add edge 0-1 (or A-B in above figure)**

**graph->edge[0].src = 0;**

**graph->edge[0].dest = 1;**

**graph->edge[0].weight = -1;**

**// add edge 0-2 (or A-C in above figure)**

**graph->edge[1].src = 0;**

**graph->edge[1].dest = 2;**

**graph->edge[1].weight = 4;**

**// add edge 1-2 (or B-C in above figure)**

**graph->edge[2].src = 1;**

**graph->edge[2].dest = 2;**

**graph->edge[2].weight = 3;**

**// add edge 1-3 (or B-D in above figure)**

**graph->edge[3].src = 1;**

**graph->edge[3].dest = 3;**

**graph->edge[3].weight = 2;**

**// add edge 1-4 (or A-E in above figure)**

**graph->edge[4].src = 1;**

**graph->edge[4].dest = 4;**

**graph->edge[4].weight = 2;**

**// add edge 3-2 (or D-C in above figure)**

**graph->edge[5].src = 3;**

**graph->edge[5].dest = 2;**

**graph->edge[5].weight = 5;**

**// add edge 3-1 (or D-B in above figure)**

**graph->edge[6].src = 3;**

**graph->edge[6].dest = 1;**

**graph->edge[6].weight = 1;**

**// add edge 4-3 (or E-D in above figure)**

**graph->edge[7].src = 4;**

**graph->edge[7].dest = 3;**

**graph->edge[7].weight = -3;**

**if (isNegCycleBellmanFord(graph, 0))**

**cout << "Yes";**

**else**

**cout << "No";**

**return 0;**

**}**

**How to handle disconnected graph (If cycle is not reachable from source)?**

The above algorithm and program might not work if the given graph is disconnected. It works when all vertices are reachable from source vertex 0.

To handle disconnected graph, we can repeat the process for vertices for which distance is infinite.

// A C++ program for Bellman-Ford's single source

// shortest path algorithm.

#include <bits/stdc++.h>

using namespace std;

// a structure to represent a weighted edge in graph

struct Edge {

int src, dest, weight;

};

// a structure to represent a connected, directed and

// weighted graph

struct Graph {

// V-> Number of vertices, E-> Number of edges

int V, E;

// graph is represented as an array of edges.

struct Edge\* edge;

};

// Creates a graph with V vertices and E edges

struct Graph\* createGraph(int V, int E)

{

struct Graph\* graph = new Graph;

graph->V = V;

graph->E = E;

graph->edge = new Edge[graph->E];

return graph;

}

// The main function that finds shortest distances

// from src to all other vertices using Bellman-

// Ford algorithm. The function also detects

// negative weight cycle

bool isNegCycleBellmanFord(struct Graph\* graph,

int src, int dist[])

{

int V = graph->V;

int E = graph->E;

// Step 1: Initialize distances from src

// to all other vertices as INFINITE

for (int i = 0; i < V; i++)

dist[i] = INT\_MAX;

dist[src] = 0;

// Step 2: Relax all edges |V| - 1 times.

// A simple shortest path from src to any

// other vertex can have at-most |V| - 1

// edges

for (int i = 1; i <= V - 1; i++) {

for (int j = 0; j < E; j++) {

int u = graph->edge[j].src;

int v = graph->edge[j].dest;

int weight = graph->edge[j].weight;

if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])

dist[v] = dist[u] + weight;

}

}

// Step 3: check for negative-weight cycles.

// The above step guarantees shortest distances

// if graph doesn't contain negative weight cycle.

// If we get a shorter path, then there

// is a cycle.

for (int i = 0; i < E; i++) {

int u = graph->edge[i].src;

int v = graph->edge[i].dest;

int weight = graph->edge[i].weight;

if (dist[u] != INT\_MAX && dist[u] + weight < dist[v])

return true;

}

return false;

}

// Returns true if given graph has negative weight

// cycle.

bool isNegCycleDisconnected(struct Graph\* graph)

{

int V = graph->V;

// To keep track of visited vertices to avoid

// recomputations.

bool visited[V];

memset(visited, 0, sizeof(visited));

// This array is filled by Bellman-Ford

int dist[V];

// Call Bellman-Ford for all those vertices

// that are not visited

for (int i = 0; i < V; i++) {

if (visited[i] == false) {

// If cycle found

if (isNegCycleBellmanFord(graph, i, dist))

return true;

// Mark all vertices that are visited

// in above call.

for (int i = 0; i < V; i++)

if (dist[i] != INT\_MAX)

visited[i] = true;

}

}

return false;

}

// Driver program to test above functions

int main()

{

/\* Let us create the graph given in above example \*/

int V = 5; // Number of vertices in graph

int E = 8; // Number of edges in graph

struct Graph\* graph = createGraph(V, E);

// add edge 0-1 (or A-B in above figure)

graph->edge[0].src = 0;

graph->edge[0].dest = 1;

graph->edge[0].weight = -1;

// add edge 0-2 (or A-C in above figure)

graph->edge[1].src = 0;

graph->edge[1].dest = 2;

graph->edge[1].weight = 4;

// add edge 1-2 (or B-C in above figure)

graph->edge[2].src = 1;

graph->edge[2].dest = 2;

graph->edge[2].weight = 3;

// add edge 1-3 (or B-D in above figure)

graph->edge[3].src = 1;

graph->edge[3].dest = 3;

graph->edge[3].weight = 2;

// add edge 1-4 (or A-E in above figure)

graph->edge[4].src = 1;

graph->edge[4].dest = 4;

graph->edge[4].weight = 2;

// add edge 3-2 (or D-C in above figure)

graph->edge[5].src = 3;

graph->edge[5].dest = 2;

graph->edge[5].weight = 5;

// add edge 3-1 (or D-B in above figure)

graph->edge[6].src = 3;

graph->edge[6].dest = 1;

graph->edge[6].weight = 1;

// add edge 4-3 (or E-D in above figure)

graph->edge[7].src = 4;

graph->edge[7].dest = 3;

graph->edge[7].weight = -3;

if (isNegCycleDisconnected(graph))

cout << "Yes";

else

cout << "No";

return 0;

}

**Checks If Graph Contains Odd Length Cycle Or Not:**The idea is based on an important fact that a graph does not contain a cycle of odd length if and only if it is Bipartite, i.e., it can be colored with two colors.

It is obvious that if a graph has odd length cycle then it cannot be Bipartite. In Bipartite graph there are two sets of vertices such that no vertex in a set is connected with any other vertex of same set). For a cycle of odd length, two vertices must of same set must be connected which contradicts Bipartite definition.

**// C++ program to find out whether a given graph is**

**// Bipartite or not**

**#include <iostream>**

**#include <queue>**

**#define V 4**

**using namespace std;**

**// This function returns true if graph G[V][V] contains**

**// odd cycle, else false**

**bool containsOdd(int G[][V], int src)**

**{**

**// Create a color array to store colors assigned**

**// to all veritces. Vertex number is used as index**

**// in this array. The value '-1' of colorArr[i]**

**// is used to indicate that no color is assigned to**

**// vertex 'i'. The value 1 is used to indicate first**

**// color is assigned and value 0 indicates second**

**// color is assigned.**

**int colorArr[V];**

**for (int i = 0; i < V; ++i)**

**colorArr[i] = -1;**

**// Assign first color to source**

**colorArr[src] = 1;**

**// Create a queue (FIFO) of vertex numbers and**

**// enqueue source vertex for BFS traversal**

**queue <int> q;**

**q.push(src);**

**// Run while there are vertices in queue (Similar to BFS)**

**while (!q.empty())**

**{**

**// Dequeue a vertex from queue**

**int u = q.front();**

**q.pop();**

**// Return true if there is a self-loop**

**if (G[u][u] == 1)**

**return true;**

**// Find all non-colored adjacent vertices**

**for (int v = 0; v < V; ++v)**

**{**

**// An edge from u to v exists and destination**

**// v is not colored**

**if (G[u][v] && colorArr[v] == -1)**

**{**

**// Assign alternate color to this adjacent**

**// v of u**

**colorArr[v] = 1 - colorArr[u];**

**q.push(v);**

**}**

**// An edge from u to v exists and destination**

**// v is colored with same color as u**

**else if (G[u][v] && colorArr[v] == colorArr[u])**

**return true;**

**}**

**}**

**// If we reach here, then all adjacent**

**// vertices can be colored with alternate**

**// color**

**return false;**

**}**

**// Driver program to test above function**

**int main()**

**{**

**int G[][V] = {{0, 1, 0, 1},**

**{1, 0, 1, 0},**

**{0, 1, 0, 1},**

**{1, 0, 1, 0}**

**};**

**containsOdd(G, 0) ? cout << "Yes" : cout << "No";**

**return 0;**

**}**